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# Abstract

HECC-IT (Hypertext Editing and Creation Code Integrated Toolkit) is a toolkit for authoring hypertext games, designed for indecisive people. Users may write/edit a raw .hecc file themselves, or use the 'OH-HECC' GUI provided by the tool to assist them in the editing process, before converting their .hecc file into a playable hypertext game. Unlike most existing hypertext game authoring tools, which require authors to exclusively write raw source code or exclusively use a GUI, HECC-IT has been designed to allow authors to edit their games however they want (with or without the GUI), without having to go through a convoluted process of converting their drafts into different formats before using the other editing method.

This tool has been used to produce several demonstration games (playable at <https://11belowstudio.itch.io/the-hecc-it-demo>), as well as a more fully-featured game: *Backblast*; a murder mystery where **you** are the victim (playable at <https://11belowstudio.itch.io/backblast>).

HECC-IT itself is available for free on my itch.io page, here: <https://11belowstudio.itch.io/hecc-it>.

(note: Depending on when you are reading this, the latter two links may not yet be publicly viewable. If this is the case, the password to view those pages is ‘301’)

# List of Symbols

* Hypertext Game
  + At the simplest level, a hypertext game is a game where the player is offered choices, which may lead to different sequences of events happening (or not happening). These can be presented as electronic html documents, but they don’t need to be.
* HECC-IT
  + Hypertext Editing and Creation Code Integrated Toolkit
  + This is the hypertext game authoring tool which I created. It will be explained in full throughout the rest of this document.
* HECC
  + Hypertext Editing and Creation Code
  + The intermediate scripting language used by HECC-IT, to store work-in-progress hypertext games (stored in .hecc files).
* OH-HECC
  + Optional Help for HECC
  + A GUI for editing .hecc files, included as part of HECC-IT.
* HECC-UP
  + HECC Ultra Parser
  + The part of HECC-IT responsible for turning .hecc files into playable hypertext games.
* HECCIN’ Game
  + HECC-Infused Nice Game
  + This is the ‘formal’ term for hypertext games produced with HECC-IT. ‘Nice’ in this context is not an indicator of the game’s quality, it’s an indicator of ‘oh nice you produced this hypertext game with HECC-IT’.
* HECCER/heccer.js
  + HECC Engine for Runtime
  + The (generic, pre-written) component of the HECCIN’ Game that works as the ‘engine’ for the game, responsible for all the backend logic.
* HECCED/hecced.js
  + HECC Exported Data
  + The component of the HECCIN’ Game that contains the exported game data (constructed from the .hecc file) produced by HECC-UP.

# Literature Survey

The creation of HECC-IT was heavily influenced by the research I performed on some existing hypertext game authoring tools, and on the topic of hypertexts in general. In this section of this report, I shall summarize my findings and explain how these findings influenced HECC-IT itself.

## The tool-based research.

I started by researching some existing hypertext game authoring tools. I did this because I wanted to gain an overview of the current state-of-the-art for the tools, to find a gap in the market that I could exploit. A full rundown of the tools (and most of the academic literature) I reviewed can be seen in the report on the background reading [2], so, to avoid reiterating those points again, I shall discuss the conclusions drawn from this reading.

The existing tools could be divided into several categories; some of them had a GUI, whilst others were all effectively just scripting languages (some with an IDE, some without an IDE), and most of these tools would require the author to exclusively use a GUI or a raw scripting language throughout the entire development process. In hindsight, this does make sense; it means that development time is not spent split between two ways of doing the same thing, only being concerned with one way of doing a task. There were two (pairs of) tools which did offer the user a choice between using a raw scripting language and a GUI, meaning that an author could, in theory, freely swap between whatever editing method they would currently deem more convenient, but, both of these did this with a caveat.

The *Inklewriter* [3] and *ink* [4] tools allowed some level of flexibility. *Inklewriter* is a server-side, GUI-based, authoring tool, but two of the obvious problems with it are how it’s server-side (meaning that if the company hosting it stops hosting it, this tool will cease to exist), and how authors need to make an account on the website to save/load their work (deterring authors who don’t want to deal with that). The *ink* tool is a client-side, scripting language-based authoring tool, offering the same functionality as *Inklewriter*, minus the GUI. Those two tools are somewhat interoperable, but in a rather inconvenient way. Whilst *Inklewriter* does have an option to export a game as an *.ink* file, this requires the author to manually copy and pastes the exported code into an .*ink* file. Then, to open an *.ink* file in the *Inklewriter* GUI, an author must first export that *.ink* file to JSON within the *.ink* tool, log in to *Inklewriter*, and then manually copy and paste the JSON into an ‘import from JSON’ option. This inconvenient process realistically means that no author would want to bother doing it.

*Twine* [5] and *Twee2* [6] were a bit less inconvenient in this regard. *Twine* is usable either via a web browser, or as a standalone executable, operates entirely client-side, and is a fully-featured GUI-based tool for producing hypertext games, offering plenty of flexibility for authors, even allowing authors to use different ‘formats’ (offering differing syntaxes/levels of functionality) for the games produced with that tool. Additionally, it presents a very helpful overview of games produced with it as networks of connected passages, making it very accessible for casual users. It saves the games in .html files, which can be opened in a web browser to be played, or opened within *Twine* for the actual game to be edited. *Twee2* is advertised as ‘Twine for power users’, effectively working as a pure code-based version of *Twine*, offering all of the options that *Twine* does (and then some), besides the GUI. The *Twee2* utility itself is a command-line program, which reads *.tw2* files, and exports them as .html files, as if those files had been made in *Twine*. Whilst this is more convenient than the *Inklewriter*/*ink* conversion, there are a couple of problems. If you are using Windows, you can’t use *Twee2* to convert from *Twine* format to *Twee2*. Additionally, the writer still needs to go out of their way to perform this conversion, so it still isn’t entirely convenient.

This exposed a clear gap in the market; a gap for a hypertext game authoring system that allowed users to freely choose if they wanted to edit their games using a GUI or by writing raw source code, so, if a writer wanted to make smaller edits to their game, they don’t need to use the GUI, and if they wanted to make larger changes to the overall structure, they can use the GUI.

Another key finding from this tool-related research was how many of the tools (*Twine* [5], *Inklewriter* [3], *Squiffy* [7], *Undum* [8], *eHyperTool* [9], *ChoiceScript* [10], *Inform* [11], *Quest* [12], *TADS3* [13], and *Ren’Py* [14]) are all capable of exporting games that can be played in .html format (even if, for some of these tools, some server-side legwork may be required by the author). This design choice makes these tools rather appealing from the perspective of a player of the games produced by the tools, as they won’t need to go out of their way to download/install anything beforehand, and can even play these games on their phones. When compared to *Storyspace* [15], which does not have this option, not including this option would very clearly discourage an author from using my tool. Even then, the games exported with some of these tools involve some server-side components, which can potentially discourage some authors from trying to distribute their games if they do not have a server which they can deploy their games on; therefore, I chose to make the games produced with HECC-IT consist of entirely client-side HTML and JavaScript code, for the sake of everyone’s convenience.

In terms of the tools themselves, the only ones which were usable via a web browser themselves were *Twine* [5], *Inklewriter* [3], *eHyperTool* [9], *Squiffy* [7], and *Quest* [12]; of these, only *Inklewriter* and *eHyperTool* could not be used as standalone applications, due to their inherent server-side nature. Therefore, I saw making the tool itself browser-based as not being a necessity, as the existing ‘standard’ for these tools did not extend to making the tools browser-based; in fact, it appeared more like the expectation was for the tools to be downloadable as standalone executable applications. Therefore, I chose to make HECC-IT a standalone application. This then begged the question of ‘what language should I write HECC-IT in?’. Ultimately, I chose to write in in Java. After noticing the operating system-related limitations of *Storyspace* [15] and *Twee2* [6], I knew that I wanted HECC-IT to not be plagued with such arbitrary platform dependence. I could have tried to find a language that has a cross compiler (allowing it to be compiled to multiple operating systems), but I chose Java, because the Java Virtual Machine already is available for multiple operating systems, so, I would only need to build HECC-IT once, and it would inherently run on any operating system. Java is also the language which I feel most confident in using, therefore, it was the obvious choice.

One other discovery I made during this initial research was about the existence of *The* *Treaty of Babel standard for Interactive Fiction Bibliography* [16]. The document itself specified some requirements for interactive fiction development tools that are signatories of this ‘treaty’, such that any works of interactive fiction produced with these tools can all be archived and identified in an appropriate way. The bare minimum requirements are that a tool should allow a title and an author name to be specified for the work produced, assign a unique ‘Interactive Fiction Identifier’ (or IFID) to the work, and for a C routine for the ‘babel’ utility to be contributed which can produce an ‘ifiction’ record for the work in question. The requirements for a tool which falls outside of the scope of the agreement are slightly different (the IFID must be the MD5 hash of the game file), however, during the development of HECC-IT, I chose to assign an IFID for my work as specified for a party which is a signatory to the agreement, and also produce an ifiction file for games produced with HECC-IT during the ‘parsing’ process that reads the input .hecc files and outputs the games. I justified this at the time because, at the time of the initial research, *Twine* [5], which was not currently a signatory to the treaty, assigned IFIDs to games produced with it as if it was a signatory, so I thought that there would be no problems if I were to do the same thing for HECC-IT. However, in January 2021, the tenth revision of *The Treaty of Babel* [17] was published, and *Twine* was now a signatory. Due to this, I am now not sure if the IFID-related components of HECC-IT would be considered ‘allowed’ or not. However, being realistic, I doubt that many people will find out about and use HECC-IT in the first place, so, for the time being, I suppose that I may not need to worry about this until HECC-IT somehow becomes widely used enough to justify asking if HECC-IT can become a signatory to the treaty.

In terms of functionality, the bare minimum supported by all tools was some method of linking between ‘passages’, some method of keeping track of what actions the player had previously taken, and some form of ‘guard conditions’/conditional statements. Some tools (such as *Quest* [12], *Inklewriter* [3], *eHyperTool* [9], and *ChoiceScript* [10]) implemented ‘links’ in the form of ‘pick one of these options’ at the end of each ‘passage’ in the text, always after the main passage content. In these tools, ‘guard conditions’ were implemented such that, depending on certain criteria, each of these ‘links’ would be selectively hidden/shown (with this condition being explicitly for the link), and in turn, could allow greater automatic validation of the game, at the cost of flexibility for the author. Conversely, *Twine* [5] (and the various story formats available for it), *Squiffy* [7], *Storyspace* [15], and *Undum* [8] all have the links defined ‘within’ the content itself. *Storyspace* is the odd one out here, as its links are considered ‘objects’ within the games it produces, and can each be individually configured. However, for the others, ‘guard conditions’ may be implemented in the form of conditional statements, which can be used to conditionally show/hide parts of the ‘content’ of the passages, and, in turn, conditionally show/hide links. This does mean that there is less scope for automatic checking of these ‘guard conditions’, however, due to the additional flexibility it offers the writer in terms of formatting, I chose to use this approach.

## The literature-based research

I studied a range of literature for this project as well, both on the topics of hypertext itself, hypertext games, and some on the topic of producing hypertext games.

The article which had the biggest impact on HECC-IT was S. Kitromili, J. Jordan and D. E. Millard’s paper on *What Authors Think about Hypertext Authoring* [18], which, at the time of first reading it, was a very recently-published paper (published in July 2020), and was the ‘Best Student Paper’ at the conference it was presented at, giving it some credibility. It highlighted several key points about the process of authoring hypertexts, from the initial idea to the finished products, and several complaints that some authors had about existing tools. When making HECC-IT, I decided to address the points raised about unclear documentation (by aiming to make it completely clear what HECC-IT could/couldn’t do), debugging tools (by making HECC-UP refuse to produce a game with an obvious error, giving details about it, and also indicating the states of the passages within OH-HECC), some ‘separation of content and behaviour’ (through explicitly-defined ‘comment’ areas, separate from passage contents), and several of the post-lifecycle complaints (making ‘distribution’ easy via the internet, simplifying ‘maintenance’ because only the ‘hecced.js’ file would need updating if the game is updated, offering some avenue for ‘profitability’ due to the control an author can have over the ‘hecced.js’ file with the data, and some level of ‘curatability’ via the *Treaty of Babel*).

From the approach of a literature review, however, I probably should have looked at some other literature on the topic of hypertext game authoring, as that paper was the only one I looked at on this topic. I’m not entirely sure if these findings which I applied to HECC-IT actually will turn out to have been properly useful or not, and, if I had looked at more research on this topic, I may have been able to make even better-informed decisions regarding HECC-IT’s overall design from the perspective of an author. But, I didn’t, so this part of the research is a bit questionable in hindsight.

The rest of the research had fewer obvious problems. On the topic of hypertext itself, I started with E. J. Aarseth’s *Cybertext: Perspectives on Ergodic Literature* (or, at very least, the first chapter of it, as I was unable to legally obtain a copy of the full book). Despite not having access to the full text, it was rather enlightening, explaining that a ‘cybertext’ is a text which, effectively, can be seen as some sort of ‘machine’, where there is a ‘textual feedback loop’, such that ‘the cybertext reader is a player’. It also covered ‘ergodic literature’, where ‘non-trivial effort is required to allow the reader traverse the text’ [19]; this made it very clear that the game I would need to produce with HECC-IT would need to contain these things to qualify as more than just ‘text’.

M. Bernstein’s article *On Hypertext Narrative* was also rather informative, discussing things such as how hypertexts must ‘offer links, but the selection of links must be significant and consequential’, and that ‘the cycle, not the branch, goto, or jump, is the central hypertext structure’ [20]. The former appeared rather obvious, but the latter was rather unexpected, and did start to give me a few ideas about the game I would ultimately produce, even if the game produced didn’t quite include the form of ‘cycles’ discussed by Bernstein in this article. H. K. Rustad’s article on *A Four-sided model for reading hypertext fiction* provided more insight into specific reading methods of hypertexts, from ‘semantization’ (effectively a ‘search for meaning’), ‘exploration’, ‘self-reflection’ (where players ‘play a role’), and ‘absorption’ (where the player is ‘in a condition of confusion’) [21]. These, along with the information about how to invoke these modes of reading, gave me a few ideas about how I could potentially structure the hypertext game I was going to produce, and was re-consulted during the development process, in an atempt to induce the desired effects on the player.

The other pieces of academic literature I read during this research didn’t leave much of an impression that translated into an actual impact on the development of the tool itself. However, some of these papers did identify a few examples of hypertext games, which I did look into a bit further.

## Reviewing the research into actual hypertext games

# Technical Documentation

The technical documentation for this project is held on Gitlab, and can be seen [here](https://cseegit.essex.ac.uk/ce301_2020/ce301_lowe_richard_m), on the project’s Gitlab repository [22]. They are held within the README.md files in the repository, and are organized with a table of contents on the top-level README.

# Project Planning
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